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Abstract 
 

The RM-ODP is a reference model that provides a 
coordinating framework for Open Distributed Processing 
standards, and offers a well-defined and comprehensive 
set of concepts and functions for the specification of ODP 
systems. Some years after its release as International 
Standard, an ISO Study Group will evaluate the need for 
a revision of RM-ODP, a customary process for ISO 
standards. The goal is to make use of the experiences 
gained from the use of the RM-ODP framework during 
that period, in order to propose improvements or changes 
if required. In order to serve as an input to that Group, 
this paper raises two small issues that we have discovered 
when trying to formalize the ODP Computational 
Viewpoint: the need of an independent term for referring 
to the signature of an Action Template, and the way in 
which Causalities are currently defined and handled. A 
proposal for addressing these issues is presented for 
discussion. 

 
1. Introduction 
 

The ISO and the ITU-T jointly developed a Reference 
Model for Open Distributed Processing (RM-ODP) [8, 
11-14], which provides the coordination framework for 
ODP standards, and creates an infrastructure within which 
support of distribution, interworking and portability can 
be integrated. The goal of this joint standardization effort 
is to define a reference model to integrate a wide range of 
future ODP standards for distributed systems and maintain 
consistency among them.  

RM-ODP provides five generic and complementary 
viewpoints of the system and its environment: enterprise,
information, computational, engineering and technology.
Each of them has its own specific viewpoint language, 
defining concepts and rules for specifying ODP systems 
from the corresponding viewpoint. 

The enterprise viewpoint focuses on the purpose, scope 
and policies of an ODP system. The information 
viewpoint describes the semantics of information and of 
information processing. The ODP computational 

viewpoint describes the functionality of a system and its 
environment, in terms of a configuration of objects that 
interact at interfaces. The engineering viewpoint focuses 
on the mechanisms and functions required to support 
distributed interactions between objects in the system. 
Finally, the technology viewpoint focuses on the choice of 
technology for that ODP system. 

After formalizing the enterprise and the information 
viewpoints concepts [3, 4] using the Maude language and 
system [5, 6, 7], we recently started working on the 
formalization of the computational viewpoint 
specifications [2], for which other formalization efforts 
also exist [1, 9, 10, 15]. Our work has allowed us to 
explore the basic concepts defined in ODP, in addition to 
those specific to the computational viewpoint. 
Furthermore, some case studies have been developed, and 
a metamodel for the Computational Viewpoint has been 
proposed in [2]. The metamodel describes the concepts 
used in a computational viewpoint specification and the 
relationships between them. 

In general, we find that Parts 2 [12] and Part 3 [13] of 
the ODP Reference Model are two excellent standards, 
fully consistent, and solidly conceived and architected. 
However, the inherent complexity of some of the concepts 
and functions defined in these two standards, their 
(sometimes) cryptic definition, and the lack of examples 
and real applications for most of the concepts, may hinder 
their understandability for readers which are not familiar 
with such terms. Having said that, we also discovered that, 
once understood, the concepts provided by RM-ODP are 
really valuable for the specification of open and 
distributed systems, and that everything fits in the 
conceptual framework with a clock-maker precision.  

However, we also discovered that the use of these 
standards might help uncovering some small details that 
cannot be easily detected otherwise. Thus, based on our 
experiences with the case studies and the definition of the 
metamodel, we observed two issues in the ODP 
computational viewpoint. First, the term Action Template 
seems to cover both the syntactic (i.e., signature) and 
semantic (i.e., behavioral) aspects of an action template. 
The problem is that there is no specific concept for 



referring just to the signature of an action template, which 
may seem to be required in some situations, as we shall 
later see. To solve this issue we propose, roughly, to 
include the concept Interaction Signature, which will 
specify just the syntactic part of an Action Template.  

The second issue has to do with the way in which the 
concept of Causality is used. The Standard allows 
specifying causalities at different granularity levels 
(object, interface signature, and action template), but in an 
asymmetric manner. We propose a homogeneous 
treatment of causalities for both interface signatures and 
action templates.  

In this paper we will discuss these two issues in more 
detail, together with the corresponding proposals for 
addressing them. Our proposals try to serve as an input for 
the current ODP revision work, and for discussion 
purposes. 

The structure of this document is as follows. First, 
Section 2 describes inconsistencies found when dealing 
with the concept of Action Template. Section 3 deals with 
the distinction between causalities contained at the object, 
interface, and action template levels. Finally, Section 5 
draws some conclusions. 
 
2. Action Templates 
 

The problem we found with action templates is about 
the way in which this concept is used for defining 
operation, signal, and stream signatures. In particular, the 
problem appeared in the metamodel when trying to model 
the existing relation between interface signatures, 
interaction signatures, and action templates. 

First, according to Part 2 [12–9.11], a Template is “the 
specification of the common features of a collection of 
<X>s in sufficient detail that an <X> can be instantiated 
using it”. From this definition, we directly obtain that an 
Action Template can be defined as “the specification of 
the common features of a collection of actions in 
sufficient detail that an action can be instantiated using 
it.” 

Then, we looked at how Action Templates are used in 
Part 3 in the Computational Viewpoint, in which they play 
a very relevant role.  

First, we see that Part 3 indicates [13 – 7.1.12] that “an 
announcement signature is an action template” (the 
underlined text is ours). Another reference appears when 
referring to interrogation signatures. Although we 
expected a similar definition, what we find in Part 3 is that 
“an interrogation signature comprises an action 
template” [13 – 7.1.12].  

The concept action template appears again when 
defining stream interface signatures, which comprise a
finite set of action templates. 

So the first issue is whether signatures “are” action 
templates, or “comprise” action templates. 

Furthermore, there is the issue of the way in which 
action templates are used in Part 3 for defining signatures. 
Commonly, signatures (of both interactions and 
interfaces) are considered to remain at the syntactic level, 
i.e., they are supposed to describe just the names and 
types of the actions and their parameters. Semantic 
information (e.g., behavior) is not usually covered by 
signatures. However, this does not seem to be consistent 
with the use of action templates for defining signatures, 
since action templates might also include behavioral 
specifications (cf. Part 2).  

Certainly, this is also corroborated by Part 4 [14 – 
4.4.2.12], which states that: “It should be noted that the 
text in ITU-T Rec. X.902 | ISO/IEC 10746-2 treats an 
interface signature as a set of action templates associated 
with the interactions of an interface. Given that an action 
template is likely to include semantic information as well 
as syntactic. Common interpretations of interface 
signature deal primarily at the syntactic level, however. 
[…]”. 

We propose to solve these two issues by introducing a 
term that refers to the syntactic information specified by 
an action template, and that we have called Interaction 
Signature. This term can be used to define the signatures 
of announcements, interrogations, terminations, signals 
and flows (see ������� �	, that now are Interaction 
Signatures. This does not contradict the current standard 
text and, in fact, allows the separation of the syntactic and 
the semantic information specified by an action template.  

Moreover, interface signatures (an abstract class that 
simply generalizes operation, signal and stream interface 
signatures) now comprise sets of interaction signatures, 
which seems to be more in line with the intent of the RM-
ODP standard.  

Finally, and as shown in the figure, the parameters of 
the action template are now associated to the syntactic 
part of such action template, that is, to its Interaction 
Signature, which also seems to be more natural than 
attaching them directly to the Action Template.

3. Causalities 
 

Clause 13.3 of Part 2 states that “the identification of 
causality allows the categorization of roles of interacting 
objects”. Furthermore, that clause provides “a basic set of 
roles” and specifies that a “causality implies a constraint 
on each behaviour of the participating objects while they 
are interacting”. 

Meanwhile, Clause 7.1 of Part 3 defines where the 
indication of the causality must be defined in each case, 
and for each element. For signal interfaces, their interface 
signatures “comprise a set of finite action templates, one  
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for each type of signal in the interface. Each action 
template  comprises  the  name of that signal, the number, 
name and types of its parameters and an indication of 
causality with respect to the object which instantiates the 
template”. Same for stream interfaces. However, for 
operation interfaces we noticed that causalities are not 
treated in the same way. In that case, the operation 
interface signature comprises, apart from a set of 
announcement and interrogation signatures, as 
appropriate, the indication of causality for the interface as 
a whole with respect to the object that instantiates the 
template. 

Clause 7.2.2 of Part 3 (Interaction Rules) clearly refers 
to the causality “in the interface’s signature”, that seems 
to support the specification of causalities at the interface 
signature level. More precisely, sub-clauses 7.2.2.1 and 
7.2.2.2 are clear and explicit when referring to this issue. 

According to signal interaction rules [13 – 7.2.2.1], “a
computational object offering a signal interface of a given 
signal interface type 

• initiates signals that have initiating causality in 
the interface’s signature; 

• responds to signal that have responding causality 
in the interface’s signature.”

Similarly, according to stream interaction rules [13 – 
7.2.2.2], “a computational object offering a stream 
interface 

• generates flows that have producer causality in 
the interface’s signature; 

• receives flows that have consumer causality in the 
interface’s signature.” 

Thus, we find that, whereas the indication of causality 
for signal and stream interfaces is defined at the action 
template level, for operations it is defined at the object’s 
interface signature level. 

One of the reasons behind these decisions seems to be 
the fact that, for operations, the causality indication 
provided by the interface signature determines the 
causality for each action template in the interface, 
depending on what we are really using: invocations or 
terminations. However, when dealing with signal or 
stream interface signatures, which comprise signals or 
flows that may go in different directions (i.e., incoming 
and outgoing actions), there is no clear relationship 
between the causality of the interface signature, and the 
causalities of the individual interactions that comprise the 
interface signature. Thus, causalities should be defined 



both for the interface with respect to the object that 
interacts and for each individual action template.  

For example, let us consider a simple stream. Its 
signature could have both incoming and outgoing action 
templates defined for it. However, as mentioned in the 
interaction rules, we need to consider an indication of 
causality with respect to the role that the computational 
object plays in the communication process. This requires 
indicating that causality in the interface signature, which 
would indicate the object that produces the flow and the 
object that consumes it. 

To address this issue, we propose to include causality 
definitions at both levels. However, calling it “causality” 
at both levels might be confusing too. Actually, the 
definition of causality in Part 2 refers to objects only, i.e., 
the granularity of causality is defined at the object level – 
more precisely at the object’s interface signature level. 
But in Part 3, causality indications seem to be used at two 
different levels: object interface signature and action 
template. There is a clear need to align the granularities 
for these different definitions. 

Thus, we propose defining causalities in every level at 
which this term is involved. This means incorporating 
causalities in individual action templates and in interface 
signatures. In operations, in which the causality defined at 
the interface signature level determines the causality of the 
individual interactions, a constraint should enforce such a 
relationship. 

Figure 2 shows our proposal, where the indication of 
causality appears not only at the interface signature 
level—to specify the roles played by computational 
objects in the communication process as a whole—but 
also at the interaction signature level. 
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4. Conclusions 
 

RM-ODP was created at the beginning of last decade, 
but it is becoming now probably the best framework for 
specifying and developing large open and distributed 
applications. In the first place, the complexity of the 
applications is reaching the level where many traditional 
software engineering methods do not seem to be able to 
cope with. However, RM-ODP was specifically conceived 
to specify those large and complex open systems, and 
therefore is perfectly fit to address their specification and 
design. Furthermore, the level of maturity reached by the 
RM-ODP seems to be the adequate to fulfill the 
requirements of current businesses and organizations. 

Some years after its release as International Standard, 
an ISO Study Group will evaluate the need for a revision 
of RM-ODP, a customary process for ISO standards. The 
goal is to make use of the experiences gained from the use 
of the RM-ODP during that period, in order to “tune” it 
according to the findings, and to propose improvements or 
changes if required.  

In order to serve as an input to that Group, this paper 
has raised two issues that we discovered when trying to 
formalize the ODP Computational Viewpoint: the need of 
an independent term for referring to the signature of an 
Action Template (without taking into consideration the 
semantic information that an action template also 
contains), and the way in which Causalities are currently 
defined and handled. Proposals for addressing these issues 
have been presented. First, the term Interaction Signature 
has been proposed for capturing the syntactic aspects of 
an action template. This allows a consistent definition of 
all interaction signatures (announcements, interrogations, 
terminations, signals and flows), as shown in Figure 1. 
Second, we propose the definition of causalities at two 
levels: interface signature and interaction signature. This 
seems to resolve the apparent mismatch in Part 3 of the 
RM-ODP standard. 

Finally, just to mention the need for more examples, 
case studies and documents describing experiences in the 
use of RM-ODP, in order to help software engineers fully 
understand the concepts in the Reference Model, whose 
complexity (and sometimes cryptic definitions) make 
them difficult to learn, understand, and properly use to 
specify and design large open distributed applications. 
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